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|  |  |  |
| --- | --- | --- |
| **Course Code: CS118** | **Course Name:Programming Fundamentals** | |
| **Instructor Name: Dr. Farooque/ M. Shahzad/Shoaib Rauf/ BasitJasani** | | |
| **Student Roll No:** | | **Section No:** |

Instructions:

* Return the question paper and make sure to keep it inside your answer sheet.
* Read each question completely before answering it. There are **8questions and 3pages**.
* In case of any ambiguity, you may make assumption. But your assumption should not contradict any statement in the question paper.
* You are **not allowed to write** anything on the question paper (except your ID and group).

**Time**: 180 minutes. **Max Marks**: 124

1. Observe and try to understand the following programs. There are no syntax errors in the programs. Write errors (runtime/compile time) with reasons if there are any available or write outputs if the programs are fine. **[Marks 3\*4=12, 10 minutes]**

|  |  |
| --- | --- |
| (i)  char\* func (char \*ptr)  {  ptr+=8;  return ptr;  }  main()  {  char \*x, \*y;  x="Programming Fundamentals";  y=func(x);  printf(" y = %s", y);  }  **Y= ing Fundamentals** | (ii)  void fun(const int \*ptr)  {  \*ptr = 30;  }  main()  {  int y = 40;  fun(&y);  printf("%d", y);  }  **Compile Time Error** |
| (iii)  main()  {  int ary[2][2][3] = {  {  {1,2,3},  {4,5,6}},  {{7,8,9},  {10,11,12}  }  };  int \*p; p = &ary;  printf("%d %d",\*p, \*p+11);  }  **1 12** | (iv)  main()  {  char \*arr[] = { "ant", "bat", "cat", "dog", "egg", "fly" };  function(arr);  }  void function(char \*\*ptr)  {  char \*ptr1;  ptr1 = (ptr += sizeof(int))[-2];  printf("%s\n", ptr1);  }  **cat** |

1. Choose the most appropriate answer from given choices. Write answer in the answer sheet. **[Marks 3\*4=12, 10 minutes]**

|  |  |
| --- | --- |
| (i)  If x is anone-dimensional array, then  A. &x [i] is same as x + i - 1  B. \* (x + i ) is same as \* (&x [i] )  C. \* (x + i) is same as x[i]  **D. both (b) & (c)** | (ii)  Which of the following comments about arrays and pointers is/are not true?  A. Both are exactly same  B. Array is a non-constant pointer  C. Pointer is a1D and dynamic array  **D. All of these** |
| (iii)  Consider the following program fragment.What will be the output?  static char wer[3][4] = {"bag", "let", "bud"};  putchar (\* (wer [1] + 1)) ;  **A. e**  B. a  C. 1  D. b | (iv)  How can you write a[i][j][k] in an equivalent pointer expression?  A. ((\*\*\*(a+i)+j)+k)  B. (\*\*(\*(a+i)+j)+k)  C. (\*(\*(a+i)+j)+k)  **D. \*(\*(\*(a+i)+j)+k)** |

1. Using nested loops, produce given output format: **[Marks 5\*2=10, 30 minutes]**
2. **Output sequence:**10, 13, 26, 29, 58, 61
3. Write a ‘C’ program that reads a string in dynamic array. Then draw the pyramid pattern of a user provided string.

**Sample Input: Zeshan**

**Sample Output:**

![](data:image/png;base64,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)

(a)

**int main()**

**{**

**int x =10,i;**

**printf("%d",x);**

**for (i=0; i<10 ;i++)**

**{**

**if( (i%2) == 0 )**

**{**

**x+=3;**

**printf(", %d",x);**

**}**

**else**

**{**

**x\*=2;**

**printf(", %d",x);**

**}**

**}**

**return 0;**

**}**

**(b)**

**int main()**

**{**

**int n,i=0,j=0;**

**printf("\nEnter no of characters you want to enter : ");**

**scanf("%d",&n);**

**char \*ptr=(char \*)malloc(n\*sizeof(char));**

**printf("\nEnter the string: ");**

**scanf("%s",ptr);**

**printf("\n\n");**

**for( ;i<n ; i++)**

**{**

**for(j=0; j<=(n-i); j++)**

**{**

**printf(" ");**

**}**

**for(j=0; j<=i; j++)**

**{**

**printf("%c ",ptr[j]);**

**}**

**printf("\n");**

**}**

**return 0;**

**}**

1. Ali has stored prices of all his sold products in linear 1D dynamic array. Now, he wants you to develop a single function which can calculate sum of all the products on odd indexes and even indexes separately using recursion.  **[Marks 15, 20 minutes]**

**#include <stdio.h>**

**int sumOfEvenOdd(int start, int end);**

**int main()**

**{**

**int start, end, sum;**

**/\* Input lower and upper limit from user \*/**

**printf("Enter lower limit: ");**

**scanf("%d", &start);**

**printf("Enter upper limit: ");**

**scanf("%d", &end);**

**printf("Sum of even/odd numbers between %d to %d = %d\n", start, end, sumOfEvenOdd(start, end));**

**return 0;**

**}**

**int sumOfEvenOdd(int start, int end)**

**{**

**/\* Base condition \*/**

**if(start > end)**

**return 0;**

**else**

**return (start + sumOfEvenOdd(start + 2, end));**

**}**

1. Junaid wants to store all his customer data in an encrypted text file. Help him by developing a program which contains two functions that can encrypt and decrypt the file (data.txt). Make sure that the encrypted file text is completely unreadable.Encryption means that we want to change text present in a file to look like something else. For example, an encrypted text “abcmno” can look like “cdeopq”. In decryption, we will get original text back from encrypted text. **[Marks 10+10=20, 25 minutes]**

**Void fun1()**

**{**

**fptt=fopen("temp.txt", "w");**

**if(fptt==NULL)**

**{**

**printf(" Error in creation of file temp.txt ..!!");**

**fclose(fpts);**

**exit(2);**

**}**

**while(1)**

**{**

**ch=fgetc(fpts);**

**if(ch==EOF)**

**{**

**break;**

**}**

**else**

**{**

**ch=ch+100;**

**fputc(ch, fptt);**

**}**

**}**

**fclose(fpts);**

**}**

**Void fun2()**

**{**

**fptt=fopen("temp.txt", "r");**

**if(fptt==NULL)**

**{**

**printf(" File does not exists or error in opening..!!");**

**fclose(fpts);**

**exit(9);**

**}**

**while(1)**

**{**

**ch=fgetc(fptt);**

**if(ch==EOF)**

**{**

**break;**

**}**

**else**

**{**

**ch=ch-100;**

**fputc(ch, fpts);**

**}**

**}**

**printf(" The file %s decrypted successfully..!!\n\n",fname);**

**fclose(fpts);**

**fclose(fptt);**

**}**

1. Write a 'C' program that have a 2D-array data of 30 players, from where you have to select the batsmen on given certain criteria. **[Marks 10\*2=20, 25 minutes]**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| ID | Matches | Runs | Fifty’s | Hundred’s | Four’s | Sixes’ |
| 1 | 34 | 1700 | 1 | 1 | 40 | 5 |

1. Write a function to list ID’s of top 3 scorers who scored at least 1 Hundred or 2 Fifty’s

void Top3MostTon( int Player[][7], int Total\_rows );

1. Write a function to list ID’s of top 3 boundary hitter. [boundary = Sixes or Fours]

void Top3BoundaryHitter( int Player[][7], int Total\_rows);

**Note:** Use **pointer functions** to call above functions

**(a) & (b).**

**#include<stdlib.h>**

**#include<stdio.h>**

**void Top3MostTon( int Player[][7], int Total\_rows);**

**void Top3BoundaryHitter( int Player[][7], int Total\_rows);**

**void swapRow(int Player[][7], int rGreater, int rLower);**

**int main()**

**{**

**int i=0,j=0;**

**int Players[30][7];**

**for(i=0; i< 30; i++)**

**{**

**for(j=0; j < 7; j++)**

**{**

**scanf("%d ",&Players[i][j]);**

**}**

**printf("\n");**

**}**

**void (\*playerPtr[])(int [][7],int) = {Top3MostTon,Top3BoundaryHitter};**

**(playerPtr[0])(Players,30);**

**return 0;**

**}**

**void Top3MostTon(int Player[][7], int Total\_rows)**

**{**

**int i=0,j=0,run=0;**

**run = Player[0][2];**

**for(;i<Total\_rows; i++)**

**{**

**for(j=i+1; j < 7; j++)**

**{**

**if( run< Player[j][2] )**

**{**

**swapRow(Player,j,i);**

**}**

**}**

**}**

**for(i=0;i < 3 ; ++i)**

**{**

**printf("\n Top 3 Player Id");**

**if( (Player[i][4] >= 1 ) || (Player[i][3] >= 2 ) )**

**{**

**printf("\n Player Id: %d",Player[i][0]);**

**}**

**}**

**}**

**void Top3BoundaryHitter( int Player[][7], int Total\_rows)**

**{**

**int i=0,j=0,shot=0;**

**shot = (Player[0][5] + Player[0][6]);**

**for(;i<Total\_rows; i++)**

**{**

**for(j=i+1; j < 7; j++)**

**{**

**if( shot< (Player[j][5] + Player[j][6]) )**

**{**

**swapRow(Player,j,i);**

**}**

**}**

**}**

**printf("\n Top 3 Player Id");**

**for(i=0;i < 3 ; ++i)**

**{**

**printf("\n Player Id: %d",Player[i][0]);**

**}**

**}**

**void swapRow(int Player[][7], int rGreater, int rLower)**

**{**

**int i=0,temp=0;**

**for(i=0 ; i<7; i++)**

**{**

**temp = Player[rLower][i];**

**Player[rLower][i] = Player[rGreater][i];**

**Player[rGreater][i] = temp;**

**}**

**}**

1. Write a 'C' program and consider the following two 2D arrays named as **CellNameData** and **CellExpData**as given below. The **CellNameData** array with 4×2 dimension, contains the cell no. and cell names, whereas **CellExpData** array with 5×6 dimension, contains the 4 types of gene expression values against each cell names. The first row in both array and the first column in **CellExpData** array are just row and column heads. Out of the 5 different columns in **CellExpData** array, select only those columns that match with the cell names given in **CellNameData** array. Store these data into new 2D array named as **MergeData**. After getting selected columns, expected data in **MergeData** array are shown below: **[Marks 15, 25 minutes]**

[Hint: You can assume numeric values to represent the each row and column names. No points will be given on hard-coding except declaration and initialization statements]

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  | | --- | --- | | **CellNameData** | | | **CellNo.** | **CellName** | | 0.1 | LiverCell | | 0.2 | KidneyCell | | 0.3 | LungCell | | |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **CellExpData** | | | | | | | **Gnames** | **LungCell** | **SkinCell** | **IntestineCell** | **LiverCell** | **KidneyCell** | | **Gene1** | 2.3 | 1.7 | 4.3 | 3.4 | 4.5 | | **Gene2** | 1.5 | 3.6 | 8.1 | 5.5 | 2.9 | | **Gene3** | 4.1 | 6.6 | 5.3 | 3.9 | 8.1 | | **Gene4** | 9.9 | 2.7 | 6.2 | 5.8 | 3.3 | |
| |  |  |  |  | | --- | --- | --- | --- | | **MergeData** | | | | |  | **LiverCell** | **KidneyCell** | **LungCell** | | **Gene1** | 3.4 | 4.5 | 2.3 | | **Gene2** | 5.5 | 2.9 | 1.5 | | **Gene3** | 3.9 | 8.1 | 4.1 | | **Gene4** | 5.8 | 3.3 | 9.9 | | |

**#include<stdio.h>**

**#include<string.h>**

**void main(){**

**float LungCell=1.1, SkinCell=1.2, IntestineCell=1.3, LiverCell=1.4, KidneyCell=1.5;**

**float Gnames=0.0, Gene1=0.1, Gene2=0.2, Gene3=0.3, Gene4=0.4;**

**float CellNo=0.0, CellName =0.1;**

**char CellString[6][14]={"Gnames","LungCell", "SkinCell", "IntentineCell", "LiverCell", "KidneyCell"};**

**char tempCell[6][14];**

**float CellExpData[5][6]={{Gnames,LungCell,SkinCell,IntestineCell,LiverCell,KidneyCell},**

**{Gene1,2.3,1.7,4.3,3.4,4.5},**

**{Gene2,1.5,3.6,8.1,5.5,2.9},**

**{Gene3,4.1,6.6,5.3,3.9,8.1},**

**{Gene4,9.9,2.7,6.2,5.8,3.3}};**

**float CellNameData[4][2]={**

**{CellNo, CellName},**

**{0.1, LiverCell},**

**{0.2, KidneyCell},**

**{0.3, LungCell}**

**};**

**float MergeData[5][5];**

**int i, j, k, l=0, t=0, col;**

**for(i=0;i<=2;i++){**

**for(j=0;j<=3;j++){**

**for(k=1;k<=5&&j==0;k++){**

**if(CellNameData[l+1][1]==CellExpData[0][k])**

**{**

**strcpy(tempCell[t],CellString[k]);**

**t++,l++;col=k;break;**

**}**

**}**

**MergeData[j][i]=CellExpData[j+1][col];**

**}**

**}**

**for(i=0;i<t;i++)**

**printf("\t %s",tempCell[i]);**

**printf("\n");**

**for(i=0;i<=3;i++){**

**printf("Gene%d\t",i+1);**

**for(j=0;j<=2;j++)**

**{**

**printf(" %f\t ", MergeData[i][j]);**

**}**

**printf("\n");**

**}**

**}**

1. Assume that the 100 academic journals records are stored in a txt file (data.txt) as shown:

**[Marks 10\*2=20, 25 minutes]**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **ID** | **Title** | **Journal** | **Issue** | **Year** | **startPage** | **endPage** | **Author** |
| 1 | Cuckoo Hashing | JAIg | 51 | 2004 | 121 | 133 | Robert Tarjan |
| 2 | Deterministic Dictionaries | JAIg | 41 | 2001 | 69 | 85 | Robert Lafore |
| .. | .. | .. | .. | .. | .. | .. | .. |
| 100 | What Godel missed | SICO | 51 | 2008 | 1 | 5 | Paul Bailey |

**Hint:** struct Article{int ID; char Title[30]; char Journal[50];….};

**Note:** “No global variables allowed. Use appropriate data types, return types and function arguments if not explicitly mentioned.”

1. Write a function named “Check\_Author(…)”. This function searches the data for all the articles authored by “Robert Tarjan” and changes the author to “Robert Lafore”. If no such articles exist the function must display “Not Found”.

**Check\_Author()**

**{**

**int n;**

**FILE\* data;**

**if ((data = fopen("data.txt", "rb")) == NULL)**

**{**

**printf("Error opening file\n");**

**}**

**struct Article\* a1 = (struct Article\*) malloc(sizeof(struct Article) \* 100);**

**for (n = 0; n<100; n++)**

**{**

**fread(&a1[n], sizeof(struct Article), 1, data);**

**if(strcmp(a1[n].author, "Robert Tarjan")==0)**

**{**

**strcpy(a1[n].author, "Robert Lafore");**

**//printf("\n%s", a1[n].author);**

**}**

**}**

**fclose(data);**

**if ( (data = fopen("data.txt", "wb")) == NULL )**

**{**

**printf("Error opening file\n");**

**}**

**fwrite(a1, sizeof(struct Article) \* 100, 1, data);**

**fclose(data);**

**free(a1);**

**}**

1. Write a function named “Article\_Count(…)”. This function displays all the records for which the totals pages are 50 or above and year 2000 or above.

**Article\_Count()**

**{**

**int n;**

**FILE\* data;**

**if ((data = fopen("data.txt", "rb")) == NULL)**

**{**

**printf("Error opening file\n");**

**return 1;**

**}**

**struct Article\* a1 = (struct Article\*) malloc(sizeof(struct Article) \* 100);**

**int count = 0, avg = 0;**

**for (n = 0; n<100; n++)**

**{**

**fread(&a1[n], sizeof(struct Article), 1, data);**

**if((a1[n].endPage - a1[n].startPage)>=50 && a1[n].year>=2000 )**

**{**

**printf("\n%d", a1[n].id);**

**printf("\n%s", a1[n].title);**

**printf("\n%s", a1[n].journal);**

**printf("\n%d", a1[n].issue);**

**printf("\n%d", a1[n].year);**

**printf("\n%d", a1[n].startPage);**

**printf("\n%d", a1[n].endPage);**

**printf("\n%s", a1[n].author);**

**}**

**}**

**}**

***BEST OF LUCK!***